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TRUTH TABLE

I/0 PIN
Mode WE CE OE B 0B VOO-/07  1/08-VO15  VobCurrent
Not Selected X H X X X High-Z High-Z IsB1, IsB2
Output Disabled H L H X X High-Z High-Z lcc
X L X H H High-Z High-Z
Read H L L L H Dour High-Z lec
H L I H IL High-Z Dout
H L L L L Dour Dout
Write I L X L H Din High-Z lec
L L X H L High-Z Din
lit L X L L Din D
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sram_test(

sys_clk
rst_n
[1:0]key
[7:0]1led
sram_oe
sram_ce
sram_we
sram_ub
sram_1b
[16:0@]sram_addr
[15:0]sram_data

[16:0]data_dbyte ;
wr_en ;
[16:0]wr_addr ;
[15:0]wr_data ;
rd_en
[16:0]rd_addr
[15:0]rd _data
rd_data_en

busy ;



busy end
[1:0]key sig
[1:0]key_sig reg
[7:0]1led _reg ;

#(
.BTN_WIDTH (4'd2 )
.BTN_DELAY (20'h8_3F7C )

.clk (sys_clk) ,
.btn_in CE
.btn_deb (key_sig)

@( sys_clk)
(~rst_n)
key_sig reg <= 2'bo ;

key sig reg <= key sig ;

always @(posedge sys_clk) begin

if (~rst_n) begin
wr_en <= 1'b0 ;
rd_en <= 1'b0 ;
((~key_sig[@]) & (key_sig_reg[@]))
wr_en <= 1'bl ;
rd_en <= 1'b0 ;
((~key_sig[1]) & (key_sig_reg[1]))
wr_en <= 1'b0 ;
rd_en <= 1'bl ;

wr_en <= 1'b0 ;
rd_en <= 1'b0 ;
assign wr_data = {8'bo ,8'blele 1010} ;
#(

.clk_frequency (27'd27_000_000)

(sys_clk




.rst_n (rst_n
.data_dbyte (17'd1
.Wr_en (wr_en
.wr_addr (17 'bo
.wr_data (wr_data
.wr_lub (2'blo
.rd_en (rd_en
.rd_addr (17 'bo
.rd_data (rd_data
.rd_data_en (rd_data_en
.rd_lub (2'blo )
.busy (busy ),
.busy_end (busy end ),
.sram_oe (sram_oe ),
.sram_ce (sram_ce ),
.sram_we (sram_we ),
.sram_ub (sram_ub ),
.sram_1lb (sram_1b ),
.sram_addr (sram_addr),
.sram_data (sram_data)

@( sys_clk)

(~rst_n)

led _reg <= 7'do ;
(rd_data_en )

led_reg <= rd_data[7:0] ;

led = led_reg ;
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sram_dri #(
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clk s
rst_n 9
[16:0]data_dbyte ,
wr_en ,




[16:0]wr_addr
[15:0]wr_data
[1:0]wr_lub
rd_en
[16:0]rd_addr
[15:0]rd_data
rd_data_en
[1:0]rd_lub
busy
busy end
sram_oe
sram_ce
sram_we
sram_ub
sram_1b
[16:0]sram_addr
[15:0]sram_data

wr_en_regl
wr_en_reg2

wr_rise ;

[15:0] wr_data_regl
[15:0] wr_data_reg2
[15:0] wr_data_reg3
[15:0] wr_data_reg4d

[16:0] wr_addr_regl
[16:0] wr_addr_reg2
[16:0] wr_addr_reg3
[16:0] wr_addr_reg4d

[1:0] wr_lub_regl ;
[1:0] wr_lub_reg2 ;
[1:0] wr_lub_reg3 ;
[1:0] wr_lub_regsd ;
[1:0] rd_lub_regl ;
[1:0] rd_lub_reg2 ;
[1:0] rd_lub_reg3 ;
[1:0] rd_lub_regsd ;

rd_en_regl ;




rd_en_reg2 ;
rd_en_reg3 ;
rd_en_regd ;

rd_rise

[16:0] rd_addr_regl ;
[16:0] rd_addr_reg2 ;
[16:0] rd_addr_reg3 ;
[16:0] rd_addr_reg4 ;
rd_data_en_reg ;

[15:08] sram_data_out

[16:0] cnt_dbyte
flag end

sram_data_out = sram_data ;

sram_data (sram_we == 1'b@® )? wr_data_reg3 : 16'hz ;
sram_addr (sram_we == 1'b@® )? wr_addr_reg3 : rd_addr_reg3 ;
@( clk )

(~rst_n)

wr_en_regl <= 1'b0 ;
wr_en_reg2 <= 1'b0 ;

wr_en_regl <= wr_en ;
wr_en_reg2 <= wr_en_regl ;

wr_rise = ((wr_en_regl)&&(~wr_en_reg2)) ;

@( clk )

(~rst_n)
wr_data_regl <= 16'd0 ;
wr_data_reg2 <= 16'd0 ;
wr_data_reg3 <= 16'd0o ;
wr_data_regd <= 16'd0o ;




wr_data_regl wr_data ;

wr_data_reg2 wr_data_regl ;
wr_data_reg3 wr_data_reg2 ;

wr_data_reg4 wr_data_reg3 ;

@( clk )

(~rst_n)
wr_addr_regl
wr_addr_reg2
wr_addr_reg3
wr_addr_reg4

wr_addr_regl wr_addr ;

wr_addr_reg2 wr_addr_regl ;
wr_addr_reg3 wr_addr_reg2 ;

wr_addr_reg4 wr_addr_reg3 ;

@( clk )
(~rst_n)
wr_lub_regil

wr_lub_reg2
wr_lub_reg3
wr_lub_reg4d
rd_lub_regl
rd_lub_reg2
rd_lub_reg3
rd_lub_reg4

wr_lub_regil
wr_lub_reg2
wr_lub_reg3
wr_lub_reg4d
rd_lub_regl
rd_lub_reg2
rd_lub_reg3
rd_lub_reg4

wr_lub ;

wr_lub_regl ;
wr_lub_reg2 ;
wr_lub_reg3 ;

rd_lub ;

rd_lub_regl ;
rd_lub_reg2 ;
rd_lub_reg3 ;




@( clk )
(~rst_n)
rd_en_regl
rd_en_reg2
rd_en_reg3
rd_en_reg4
rd_data_en

rd_en_regl rd_en ;
rd_en_reg2 rd_en_regl ;
rd_en_reg3 rd_en_reg2 ;
rd_en_regd <= rd_en_reg3 ;
rd_data_en_reg <= ~sram_oe ;
rd_data_en <= rd_data_en_reg ;

rd_rise = ((rd_en_regl)&&(~rd_en_reg2)) ;

@( clk )

(~rst_n)
rd_addr_regl

rd_addr_reg2
rd_addr_reg3
rd_addr_reg4

rd_addr_regl rd_addr ;

rd_addr_reg2 rd_addr_regl ;
rd_addr_reg3 rd_addr_reg2 ;
rd_addr_reg4d rd_addr_reg3 ;

@( clk )

(~rst_n)

rd_data <= 16'de ;
(rd_data_en_reg)

rd_data <= sram_data_out ;

rd_data <= rd_data ;




[3:0]state

idle = 4'bo00O1 ;
write = 4'bo010 ;
read = 4'b0100 ;
state_end = 4'blo00 ;

@( clk )
(~rst_n)
state <= idle ;
(state)
idle
(wr_rise)
state <= write ;
(rd_rise)
state <= read ;

state <= idle ;
write

(flag_end)

state <= state_end ;

state <= write ;

(flag_end)

state <= state_end ;

state <= read ;

state_end:
state <= idle ;

state <= idle ;

end

always @(posedge clk ) begin

if (~rst_n)begin
sram_oe <= 1'bl ;




sram_ce <= 1'bl ;
sram_we <= 1'bl ;

((state == write)&&(!flag end))
sram_oe <= 1'bl ;
sram_ce <= 1'bo ;
sram_we <= 1'b0 ;

((state == read)&&(!flag end))
sram_oe <= 1'b0 ;
sram_ce <= 1'b0 ;
sram_we <= 1'bl ;

sram_oe
sram_ce
sram_we

@( clk )
(~rst_n)
sram_lb <= 1'bl ;
sram_ub <= 1'bl ;

((state == write)&&(!flag end))

sram_1b <= wr_lub_reg4[@0] ;

sram_ub <= wr_lub_regd[1] ;

((state == read)&&(!flag end))
sram_1b <= rd_lub_reg4[@0] ;
sram_ub <= rd_lub_regd[1] ;

sram_lb <= 1'bl ;
sram_ub <= 1'bl ;

@( clk )

(~rst_n)

cnt_dbyte <= 17'do ;
(flag_end)

cnt_dbyte <= 17'do ;




(((state == write)||(state == read))&&(~sram_ce))
cnt_dbyte <= cnt_dbyte + 17'd1l ;

cnt_dbyte <= 17'do ;
@( clk )

(~rst_n)
flag end <= 1'b0 ;

(cnt_dbyte == data_dbyte - 17'd2)
flag _end <= 1'bl ;

flag end <= 1'b0 ;

busy = (state != idle)? 1'bl : 1'b0O ;
busy end = (state == state_end)? 1'bl : 1'bo ;
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