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During SPI Write operations, the user may continue to hold nCS low and provide further bytes of data for up to a total of 16 bytes in a single
block write. Data is written directly into the appropriate register as it is received.



Write (LSB first)
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Symbol Parameter Min Typ Max Unit
tow SCLK Period 20 ns
towt SCLK Pulse Width Low 8 ns
tow2 SCLK Pulse Width High 8 ns
tout Valid nCS to SCLK Rising Setup Time 10 ns
thi Valid nCS After Valid SCLK Hold Time (CLKE = 0/1) 10 ns
tsuo Valid SDI to SCLK Rising Setup Time 5 ns
tho Valid SDI after valid SCLK Hold Time 5 ns
tq SCLK falling (rising in CLKE = 1 case) to Valid Data Delay Time 5 ns
to nCS rising edge to SDO High Impedance Delay Time 10 ns
Time between Consecutive Read-Read or Read-Write Accesses
fosh (nCS rising edge to nCS falling edge) @ e

fdFH SPTBCE MRS I, SCHRF IR BRI B4R Dy 50MHz.
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8bit A AF AR EE . TAFAIC B IS 1E 5% 8P79818 H#7 F A
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Address (Hex) D7 D6 D5 D4 D3 D2 D1 DO
2 Rsud TERM_A | QA_POL3 | QA_POL2 | QA_POL1 | qA_PoLo
3 Rswd MODE_QA3[2:0] MODE_QA2[2:0]
4 Rswd MODE_QA1[2:0] MODE_QAO[2:0]
5 DIS.OA3 | DIS_QA? | DIS_QA1 \ DIS_QAD Rsvd

AR RS H L 2~5
R bankA %y H AR B 1032 1109 QA0 NQAO, [R5 27 77 s ik 4 (1 %dE 56
2~0 fi7, W bankA #1155 QAO0. NQAO Mk =, 52 fFaetbl 5 %

a5 4 A8 0 fHfE QA0. NQAO ¥ Bi Ay, EARR a0 R s

Output driver mode of operation for output pair QAm, nQAm:
000 = high-impedance

001=LVPECL

010 = LVDS (default)

011 = LVCMOS

100 = HCSL

101 = CML 400mV swing

110 = CML 800mV swing

111 = Reserved

Fott 2 A7 245 BdE R FFBOARD AT



Bit Field Name Field Type Default Value Description

Indicates termination used on Bank A outputs when HCSL mode is selected:

TERM_A RW Ob 0= 33cy 5002

1=500

Output polarity selection for cutput pair nQAm, QAm in LVCMOS mode:
QA_POLm RW Oh 0 = nQAm pin is inverted relative to QAm pin when in LVCMOS mode

1=n0Am and QAm pins are in-phase when in LVCMOS mode

Output driver mode of operation for output pair QAm, nQAm:
000 = high-mpedance

001 = LVPECL

010 = LVDS (default)

MODE_CQAm[2:0] RW 010b 011 = LVCMOS

100 = HCSL

101 = CML 400mV swing

110 = CML 800mV swing

111 = Reserved

Disable output pair QAm, nQAm:
0= Output pair QAm, nQAm is enabled (disable output bank using

DIS_Gm R ® SYNC_DISA to prevent runt pulses when enabling)
1= Output pair OAm, nQAm is powered-down
Rsvd R - Reserved. Always write 0 to this bit location. Read values are not defined.

24758 05 K
FrESHIE 6-9:

bankB f5il, 4% bankB {5 54 HAE A E.

Address (Hex) D7 D6 D5 D4 D3 D2 D1 Do
B Rsvd TERM_B Rsvd Rsvd Rsvd Rsvd
7 Rsvd MODE_QB3[2:0] MODE_QB2[2:0]
8 Rsvd MODE_QB1[2:0] MODE_QB0[2:0]
9 DIS QB3 | DIS.QB2 | DISQB1 | DIS QBO Rsvd
WA 6~9

i bankB i AR B 42 1108 QBO. NQBO, [R5 27 (7 e bk 8 ¥
5 2~0 f7, WE bankB #i {55 QB0. NQBO [k s, 5 2417 s tdik 9
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Bit Field Name Field Type Default Value Description

Indicates termination used on Bank B outputs when HCSL mode is selected:
TERM_B RW 0b 0=330y 5002
1=5002

Output driver mode of operation for output pair QBm, nQBm:
000 = high4mpedance

001=LVPECL

010 = LVDS (default)

MODE_QBm({2:0] RW 010b 011 = Rsvd

100 = HCSL

101 = CML 400mV swing

110 = CML 800mV swing

111 = Reserved

Disable output pair QBm, nQBm:
0= Qutput pair QBm, nQBm is enabled (disable output bank using

DIS_GBm B o SYNC_DISE to prevent runt pulses when enabling)
1= Qutput pair QBm, nQBm is powered-down
Rsvd R - Reserved. Always write 0 to this bit location. Read values are not defined.

AL 60 HHE B
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Address (Hex) o7 D6 D5 D4 D3 D2 D1 Do
c DIVA[7-0]
D DIVE[7:0]
E Rsvd DIVB(8] DIVA[S]
F Rsvd
Bit Field Name Field Type Default Value Description
Divider ratio for Bank A outputs:
00h— 01h = Bypass divider and pass reference clock directly to the Bank A
DIVA[8:0] RMW 000h outputs

02h— 1FFh = ratio to be used by the A divider is value written here. For
example writing a 4 in this field will results in a divide ratio of 4 being used.

Divider ratio for Bank B outputs:
00h — 01h = Bypass divider and pass reference dock directly to the Bank B
DIVB[8:0] RW 000h outputs

02h — 1FFh = ratio to be used by the B divider is value written here. For
example writing a 4 in this field will results in a divide ratio of 4 being used.

Rsvd RIW - Reserved. Always write 0 to this bit location. Read values are not defined.
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module div_test(
input clk ,
input rst_n :
input sdo 9
output cs /* synthesis PAP_MARK_DEBUG="true" */,
output scl /* synthesis PAP_MARK_DEBUG="true" */,
inout sdi /* synthesis PAP_MARK_DEBUG="true" */,
output mode /* synthesis PAP_MARK_DEBUG="true" */,
output clk_sel /* synthesis PAP_MARK_DEBUG="true" */,
output clk n /* synthesis PAP_MARK DEBUG="true" */,
output clk p

);

parameter sys clk _fre = 26'd50_000 000 ;
parameter time_10ms = sys clk fre/100 ;

reg [15:0]data_init /* synthesis PAP_MARK_DEBUG="true" */;
reg [4:0]cnt_init /* synthesis PAP_MARK DEBUG="true" */;
reg start /* synthesis PAP_MARK_DEBUG="true" */;

reg [25:0]cnt_delay /* synthesis PAP_MARK DEBUG="true" */,



wire rst_delay /* synthesis PAP_MARK_DEBUG="true" */;

reg rst_delay ri ;

reg rst_delay r2 ;

wire byte_over /* synthesis PAP_MARK_DEBUG="true" */;

wire [7:0]data_out /* synthesis PAP_MARK_DEBUG="true" */;
reg reg_byte over /* synthesis PAP_MARK_DEBUG="true" */;

assign mode = 1'b0 ;
assign clk _sel = 1'be ;
assign cs = 1'bo ;
assign clk n = ~clk ;
assign clk_p = clk ;

always @(posedge clk ) begin
if (~rst_n)
cnt_delay <= 26'do ;
else if (cnt_delay >= time_10ms)
cnt_delay <= cnt_delay ;
else
cnt_delay <= cnt_delay + 26'd1l ;
end

assign rst_delay = (cnt_delay >= time_1@ms - 26'd1e) ? 1'bl :

always @(posedge clk ) begin
if (~rst_n) begin
rst_delay_rl <= 1'bO ;
rst_delay_r2 <= 1'b0 ;
reg_byte_over <= 1'b0 ;
end
else begin
rst_delay rl <= rst_delay ;
rst_delay r2 <= rst_delay ri ;
reg_byte over <= byte over ;
end
end

iic_dri #(
.CLK_FRE (27'd50_oe0_000 ),
.IIC_FREQ (20'd400_000 )s

1'bo



.T_WR (10'ds ),
.DEVICE_ID (8'b1101_1000 )»
.ADDR_BYTE (2'd1 ),
.LEN_WIDTH (8'd4 ),
.DATA_BYTE (2'd1 )
Yiic_dri(
.clk ( clk )
.rstn ( rst_delay )
.pluse ( start ),
w_r (1 ),
.byte_len ( 5'die )
.addr ( data_init[15:8] ),
.data_in ( data_init[7:0] ),
.busy ( )
.byte_over ( byte over ),
.data_out ( data_out )
.scl ( scl ),
.sda_in ( sda_in )
.sda_out ( sda_out )
.sda_out_en ( sda_out_en )
)s
assign sdi = sda_out_en ? sda_out : 1'bz;
assign sda_in = sdi;
Y REGISTER CONFIG-------==--==----

always @(posedge clk ) begin
case (cnt_init)

0

W 00 N O VT » W N B
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defaul

endcase

data_init
data_init
data_init
data_init
data_init
data_init
data_init
data_init
data_init
data_init
data_init
data_init
data_init
data_init
data_init
data_init

t: data_init

16'hoo10
16'h0100
16'h0200
16'he312
16'he412
16'hO5E0
16'h0600
16'he712
16'he812
16 'h@9E0O
16 'hoA00O
16 'hoBo0O
16'hecCo2
16 'heDo2

16'hOEGO ;
16'hoFo0 ;
<= 16'h0000 ;

bl

bl
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end

always @(posedge clk ) begin
if (~rst_delay)
cnt_init <= 5'do ;
else if (cnt_init == 5'di16)
cnt_init <= cnt_init ;
else if (byte_over)
cnt_init <= cnt_init + 5'dl ;
end

always @(posedge clk ) begin
if (~rst_delay)
start <= 1'b0 ;
else if ((rst_delay ri1)&&(~rst_delay r2))
start <= 1'bl ;
// else if ((reg_byte over)&&(cnt_1init <= 5'd15))
// start <= 1'b1 ;
else
start <= 1'b0 ;
end

endmodule

R2C JEAF AT Frs:

“timescale 1ns / 1ps
“define UD #1
module iic_dri #(

parameter CLK_FRE = 27'd50_000_000, //system clock
frequency

parameter IIC_FREQ = 20'd400_000, //I2c clock frequency

parameter T WR =10'd5, //I2c transmit delay ms

parameter DEVICE_ID = 8'hA0, //I2C slave port device
ID

parameter ADDR_BYTE = 2'd1, //I2C addr byte number

parameter LEN_WIDTH = 8'd3, //I2C transmit byte
width

parameter DATA_BYTE = 2'd1 //I2C data byte number
)(

input clk,

input rstn,

input pluse, //I2C transmit trigger

input w_r, //I2C transmit

direction 1:send ©:receive



input [LEN_WIDTH:@] byte_len, //I2C transmit data
byte Llength of once trigger

input [7:0] addr, //I2C transmit addr

input [7:0] data_in, //I2C send data

output reg busy=0, //I2C bus status

output reg byte over=0, //I2C byte transmit
over flag

output [7:0] data_out, //I2C receive data

output scl,

input sda_in,

output reg sda_out=1'b1,

output sda_out_en

);

localparam CLK_DIV =

CLK_FRE/IIC_FREQ; // 99900 OOGOOOOO 6000000660
localparam ID_ADDR_BYTE = ADDR_BYTE + 1'bl;// @ @ & @deviceIlD§ €& &
localparam DATA_SET = CLK_DIV>>2;// @ @ @data @ /)¢ &
localparam T_WR_DELAY = T_WR*CLK_FRE/1000;

// 1ic clock time counter
reg [20:0] fre_cnt;//=21"'do;
always @(posedge clk)
begin
if(!rstn)
fre_cnt <= "UD 21'de;
else if(fre_cnt == CLK_DIV - 1'b1)
fre_cnt <= "UD 21'de;
else
fre_cnt <= "UD fre_cnt + 1'b1;
end

wire full_cycle;

wire half cycle;

assign full cycle = (fre_cnt == CLK_ DIV - 1'bl) ? 1'bl :
1'be; //SCLOGOOPO19OSCLOOOO OO

assign half_cycle = (fre_cnt == (CLK_DIV>>1'bl) - 1'bl) ? 1'bl :
1'b0;//SCLOY% O G €1/20 9SCLOG S OO &

wire start_h;



wire dsu;

assign start_h = (fre_cnt == DATA_SET - 1'bl) ? 1'bl : 1'b0;
//90 ‘00 SDAGY \0O 001/400CLOOGO OO

assign dsu = (fre_cnt == (CLK_DIV>>1'b1l) + DATA SET - 1'b1l) ? 1'bl : 1'be@;
/00O OOPOPOOSDAGIIAPIG3/19OSCLOGOOAH

//pluse trige the iic bus transmit start
wire start;

reg start_en;

reg pluse_1d,pluse_2d,pluse 3d;
always @(posedge clk)

begin
if(!rstn)
begin
pluse_1d <= "UD 1'b@o;
pluse_2d <= "UD 1'bo;
pluse_3d <= "UD 1'b0o;
end
else
begin
pluse_1d <= "UD pluse ;
pluse_2d <= “UD pluse_1d;// & &
pluse 3d <= “UD pluse 2d;//d& & & ¢ & &
end
end

always @ (posedge clk)
begin
if(start || (!rstn))// 00’ 00’ 0092600690
start_en <= "UD 1'b@;
else if(~pluse_3d & pluse_2d)// 966 €6 ¢
start_en <= "UD 1'bl;
else
start_en <= "UD start_en;
end

assign start = (start_en & full cycle) ? 1'bl : 1'b0;

reg w_r_1d=1'bo,w_r_2d=1'b0o;
always @(posedge clk)
begin

if(!rstn)



begin
w_r_1d <= “UD 1'be;
w_r_2d <= "UD 1'b0;
end
else
begin
w_r_1d <= “UD w_r;
w_r_2d <= "UD w_r_1d;
end

localparam IDLE = 3'de;
localparam S_START= 3'd1;

localparam SEND = 3'd2;
localparam S_ACK = 3'd3;
localparam RECEIV = 3'd4;
localparam R_ACK = 3'd5;

localparam STOP = 3'd6;
reg [2:0] state;

reg [2:0] state_n;

reg [2:0] trans_bit = 3'de;

reg [LEN_WIDTH :0] trans_byte = 5'de;

reg [LEN_WIDTH :0] trans_byte max = 5'do;
reg restart = 1'b0;

reg [7:0] send data=8'do;

reg [7:0] receiv_data=8'de;

reg trans_en=0;

reg trans_over=0;

reg scl out= 1'bl;
// assign sda = sda _out _en ? sda out : 1'bz;
// assign sda_in = sda;

assign scl = scl out;

//transmit status
always @ (posedge clk)



//
//
//
//
//
//
//
//
//

begin
if(start)// 0000600660’ 06
trans_en <= "UD 1'b1l;
else if(state == STOP && start_h)// € €& HSTOPH O 666666
trans_en <= "UD 1'b0;
else
trans_en <= "UD trans_en;
end

always @(posedge clR)// & & & &
begin
if(start)
trans_over <= "UD 1'bo;
else if(state == STOP && start_h)
trans_over <= "UD 1'b1;
else

trans_over <= “UD trans_over;

// IIC Bus status
reg twr_en=0;
reg [26:0] twr_cnt=0;
always @(posedge clk)
begin
if(state == STOP && dsu)//STOP & &’ ¢ 6"
twr_en <= "UD 1'b1l;
else if(twr_cnt == T_WR_DELAY)// @ &" & @&5ms
twr_en <= "UD 1'be@;
else
twr_en <= "UD twr_en;
end

always @(posedge clk)

begin
if(twr_en)
begin
if(twr_cnt == T_WR_DELAY)// @ " & #5ms
twr_cnt <= "UD 1'b@;
else
twr_cnt <= "UD twr_cnt + 1'b1;
end

else



twr_cnt <= "UD twr_cnt;
end

always @(posedge clk)
begin
if(start_en) //@66ne’ 6666 HGbusy
busy <= “UD 1'bil;
else if(twr_cnt == T_WR_DELAY)//busy ¢ &" & & &
busy <= "UD 1'bo;
else
busy <= “UD busy;

//11ic bus controller
always @(posedge clk)
begin
if(trans_en)
begin
if(half_cycle || full _cycle)
scl out <= ~scl out;
else
scl out <= scl out;
end
else
scl out <= "UD 1'b1;
end

assign sda_out_en = ((state ==S_ACK) || (state == RECEIV)) ? 1'b@ : 1'b1;

//tx data control
always @(posedge clk)
begin
if(start)// ¢ ¢’ 0000 00] 000G 909H7 ID10G S
send_data <= "UD {DEVICE_ID[7:1],1'be};//{ &5
IDOGOPIOO } ©OOPOO 0]
else if(state == S_ACK && full cycle)
//QOSAK 90drO0OOPOOO] 060606060
begin
case(trans_byte)// 9606666
5'do : send data <= “UD {DEVICE ID[7:1],1'be};
5'dl : send data <= "UD addr[7:0];



5'd2 : send data <= "UD (w_r_2d) ? data_in :
{DEVICE_ID[7:1],1'b1};
default: send _data <= "UD data_in;
endcase
end
else
send_data <= "UD send_data;
end

//transmit byte number, contain device ID & @ADDR & @DATA
always @(posedge clk)

begin
if(start)
begin
if(w_r_2d)
trans_byte max <= “UD ADDR_BYTE + byte len + 2'd1;
else
trans_byte max <= “UD ADDR_BYTE + byte len + 2'd2;
end
else
trans_byte max <= “UD trans_byte max;
end

//sda out control
always @(posedge clk)
begin
case(state)
IDLE :// 6666 .
begin
sda_out <= "UD 1'b1l;
end
S START ://€6° .
begin
if(start_h)// 06’ 66 0666
sda_out <= "UD 1'b@;

else if(dsu)// 99O P OOSCLOGOPOOO6OOO
sda_out <= "UD send_data[7-trans_bit];// @ @&A&) €

else
sda_out <= "UD sda_out;
end
SEND
begin
sda_out <= “UD send_data[7-trans_bit];// @7
000 000°0:90



end
S_ACK :
begin
if(trans_byte == ID_ADDR_BYTE && dsu
&& lw_r_2d)// 900 9O 09OPOOOVP 00O OGO QOGS _START
sda_out <= “UD 1'b1;
else
sda_out <= “UD 1'heo;
end
R_ACK :
begin
if(trans_byte < trans_byte max)// & & & ¢ € €d - GACK
sda_out <= “UD 1'b0o;
else
begin
if(dsu)// 9GP PAKG PO OOOPOPOPOSTOP OGO O
OSDAG O YO
sda_out <= “UD 1'b0o;
else// 9P OO0 OO-0000OOOOO 610000=6¢
sda_out <= "UD 1'b1;
end
end
STOP
begin
if(start_h)//'66 €6
sda_out <= "UD 1'b1;
else
sda_out <= "UD sda_out;
end
default: sda_out <= "UD 1'bl;
endcase
end

// 11ic read data
always @(posedge clk)

begin
if(state == RECEIV)
begin
if(full_cycle)// 99909 OP 99009000060
receiv_data <= "UD {receiv_data[6:0],sda_in};
else
receiv_data <= "UD receiv_data;
end

else



receiv_data <= "UD 8'de;
end
reg [7:0]data_out_reg=8'do;
always @(posedge clk)
begin
if(!rstn)
data_out_reg <= "UD 8'do;
else if(state == RECEIV && trans_bit == 3'd7 &&
half_cycle)// 99 @ 9lbyte 9909 666006 606
data_out_reg <= "UD receiv_data;
else
data_out_reg <= "UD data_out_reg;
end
assign data_out=data_out_reg;
//one byte data transmit over flag
always @(posedge clk)
begin
if(w_r_2d)
begin
if(trans_byte > ID_ADDR_BYTE - 1'bl && dsu && trans_bit ==
3'd7)//00¢ ¢90./090 0000 ©H66"
byte over <= "UD 1'bl;
else
byte over <= "UD 1'b@;
end
else
begin
if(trans_byte > ID_ADDR_BYTE && dsu && trans_bit ==
3'd7)//00 9. 99 PIDOOO $OOO Y66
byte over <= "UD 1'bl;
else
byte over <= "UD 1'b@;
end
end

always @(posedge clk)

begin
if(state == SEND || state == RECEIV)
begin
if(dsu)
trans_bit <= "UD trans_bit + 1'bl;
else

trans_bit <= “UD trans_bit;
end



end

else
trans_bit <= “UD 3'de;

always @(posedge clk)
begin

if(start)//y 9o’ 990G 9P OPyte9 OGO
trans_byte <= "UD 5'do;
else if(state == SEND || state == RECEIV)// @90 #HCHH &6
begin
if(dsu & trans_bit == 3'd7)// 00 ¢ €& Slbytc" 90666661
trans_byte <= "UD trans_byte + 1'b1;
else// 9906"9 6 .
trans_byte <= “UD trans_byte;
end

else// 99 00"0 6 .
trans_byte <= "UD trans_byte;

always @(posedge clk)

begin
if(!rstn)
state <= "UD IDLE;
else
state <= "UD state n;
end

// next state set

always @(*)
begin

state_n = state;
case(state)
IDLE
begin
if(start)
state_n = S_START;
else
state_n = state;

end



S_START :

begin
// if(full_cycle && trans_byte == 3'd0)
// Q00O OOOr0O
// state_n = SEND;
// else if(!w_r_2d && trans_byte == ID ADDR BYTE &&
dsu)// 9909900 6060
// state_ n = SEND;
if(dsu)
state_n = SEND;
else
state_n = state;
end
SEND
begin
if(trans_bit == 3'd7 & dsu)
state_n = S_ACK;
else
state_n = state;
end
S_ACK :
begin
if(dsu)// & sda_1in)
begin
if(w_r_2d)
begin

if(trans_byte < ID_ADDR_BYTE)//0 ¢ € ID+ADDR
state_n = SEND;
else if(trans_byte < trans_byte_max)//0¢ & ¢ ¢ ¢ ¢
state_n = SEND;
else//0G9 99 OGO OO
state_n = STOP;
end
else
begin
if(trans_byte < ID_ADDR_BYTE)//0 ¢ € ID+ADDR
state_n = SEND;
else if(trans_byte ==
ID_ADDR_BYTE)// 99 @: ¢’ 9 909 @IDO/ 19 H A
state_n = S_START,;
else// 90069 .
state_n = RECEIV;
end
end



else
state_n = state;
end
RECEIV:
begin
if(trans_bit == 3'd7 & dsu)
state_n = R_ACK;
else
state_n = state;

end
R_ACK :
begin
if(dsu)
begin
if(trans_byte < trans_byte_max)
state_n = RECEIV;
else
state_n = STOP;
end
else
state_n = state;
end
STOP
begin
if(dsu)
state_n = IDLE;
else
state_n = state;
end
default: state_n = IDLE;
endcase
end
//==============================================================//
endmodule
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