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WNEIES % BTt 0.96 UN-2864KSWEGO1.pdf .
module oled_test(

input sys_clk /* synthesis PAP_MARK DEBUG="true" */,//56MHz
input rst n 5
output rs IR A C /A
output reset s
output scl 5
output sda /* synthesis PAP_MARK DEBUG="true" */
)
wire cs ;

parameter time_delayl

32'd499_999 ;

parameter time_delay2 = 32'd499 999 ;

L1117 7777777777777777777777777/7777777//7/77/77/77/777/7/7/77/7/7/7/7/7/7/77/
wire clk 5 ; //5MHz

wire clk ;

wire rst n ;

reg key reg ;

reg rst_reg = 1'b0;

reg [7:0]cnt_clk ;

wire delay_end_@ /* synthesis PAP_MARK_DEBUG="true" */;

wire delay_end_1 /* synthesis PAP_MARK_DEBUG="true" */;

wire delay_start_0 /* synthesis PAP_MARK_DEBUG="true" */;

wire delay_start_1 /* synthesis PAP_MARK_DEBUG="true" */;

wire sda_start_init /* synthesis PAP_MARK_DEBUG="true" */;

wire [8:0]data_out_init /* synthesis PAP_MARK _DEBUG="true" */ ;
wire sda_end_init /* synthesis PAP_MARK_DEBUG="true" */;

wire initial_end /* synthesis PAP_MARK_DEBUG="true" */;

wire sda_end /* synthesis PAP_MARK DEBUG="true" */;
wire sda_start /* synthesis PAP_MARK_DEBUG="true" */;
wire [8:0]sda_data /* synthesis PAP_MARK_DEBUG="true" */;
wire start /* synthesis PAP_MARK DEBUG="true" */;

wire send _end /* synthesis PAP_MARK DEBUG="true" */;

wire [8:0]data_send /* synthesis PAP_MARK DEBUG="true" */;

L1777777777/7/7/7/7//7///CLK_GEN////////////////////////// 7/ /)
PLL u_pll (

.clkinl(sys_clk), // input

.lock(), // output

.clkouto(clk) // output

I



/117777 77777777777777//delay///////// /7777777777777 777//7//7777//7/77/

time_delay time_delay first(
.clk

.rst_n (rst_n

.delay start

.delay parameter (time_delayl

.delay end (delay end o

);

time_delay time_delay_ second(
.clk

.rst_n (rst_n

.delay_start (delay_start_1

.delay parameter (time_delay2

.delay_end (delay_end_1

);

(clk )

(delay start 0 )

(clk )

5 //5MHz

b

5 //5MHz

b

L1111 7777 77777777777 7777 7777777777777 777/7777/77/7777777/7777///7/77/

command_data_send command_data_send(

.clk (clk )
.rst_n (rst_n )
.start (start )
.rs_ctrl (data_send[8] )
.data_in (data_send[7:0])
.send_end (send_end )
.CS (cs )
.rs (rs )
.scl (scl )
.sda (sda )

)s

s
s
,//input
,//input
,//input
,//input
,//output
,//output
,//output
//output

1111177717 7777777777777777 BIaHE/ 17777777/ 7777777777/777777777/7777/7/

display initial display_initial(
.clk (clk )
.rst_n (rst_n



.delay end 0 (delay end 0 ) 5

.delay _end_1 (delay end_1 ) )
.sda_end (sda_end_init ) 5

.delay start @ (delay start_0) 5

.delay start_ 1 (delay start_ 1) 5
.sda_start (sda_start_init) 5
.data_out (data_out_init ) ,//[8:0]
.reset (reset ) 5

.initial _end (initial end )

);

1111177717 7777777777777777 BIGHEE//7//777/777777777/77777/7777/7777/7/

image _send image send(

.clk (clk )

.rst_n (rst_n )

.initial _end (initial_end) ,

.sda_end (sda_end )

.sda_start (sda_start ) ,

.sda_data (sda_data ) //[8:0]
)
assign start = (initial end)? sda_start : sda_start_init ;
assign sda_end = (initial end)? send end : 1'b0 ;
assign sda_end init = (initial end)? 1'b® : send end ;
assign data_send = (initial end)? sda_data : data out_init ;

endmodule



JE I R

module time_delay (

input clk ,//5MHz
input rst n ,
input delay start ,

input [31:0]delay _parameter ,
output reg delay end

)

reg [31:0]cnt_delay ;

reg delay_ flag ;

always @(posedge clk ) begin
if (~rst_n)
cnt_delay <= 32'do ;
else if (cnt_delay >= delay_parameter)
cnt_delay <= 32'do ;
else if (delay_flag)
cnt_delay <= cnt_delay + 32'b1 ;
else
cnt_delay <= 32'do ;
end

always @(posedge clk ) begin
if (~rst_n)
delay flag <= 1'b@ ;
else if (cnt_delay >= delay_parameter)
delay flag <= 1'b@ ;
else if (delay_start == 1'bl)
delay flag <= 1'bl ;
else
delay flag <= delay flag ;
end

always @(posedge clk ) begin
if (~rst_n)
delay_end <= 1'be ;
else if (cnt_delay >= delay_parameter)
delay_end <= 1'bl ;
else
delay_end <= 1'bo ;
end
endmodule



OLED #JUa bt & R IEME TR

module display_initial (

input clk 5
input rst n 5
input delay end_o R
input delay end_1 R
input sda_end R
output reg delay start_o R
output reg delay start_1 R
output reg sda_start 5
output reg [8:0]data_out R
output reg reset 9
output reg initial end

)
reg [6:0]cnt_index /* synthesis PAP_MARK_DEBUG="true" */;
reg flag /* synthesis PAP_MARK _DEBUG="true" */;

reg [11:0]index /* synthesis PAP_MARK_DEBUG="true" */;

L1117 7777777777777777777777777777777777777777//7//77//77/7/

reg [8:0] state ;

parameter IDLE = 9'booo 000 001 ;

parameter state reset = 9'bo00_000_010 ;//send

delay start o

parameter state_reset_delay = 9'booe 000 100 ;//wait delay 255ms
parameter state command = 9'boeo_001_000 ;//send

delay start 1

parameter state_command_delay = 9'booe 010 000 ;//wait delay 126ms
parameter state_index_begin = 9'b0o0 100 000 ;//send sda start
and data_out

parameter state index wait = 9'b001_000 000 ;//wait for the data
to finish sending

parameter state_index_arbi = 9'b010_000_000 ;//check whather
the index has been send

parameter state end = 9'b100_000_000 ;//send initial end

L1177 7777777777777777777777777777777777/77/77777/77//77//777//

always @(posedge clk ) begin
if (~rst_n) begin
state <= IDLE ;
cnt_index <= 7'bO ;



flag <= 1'bo ;

end
else begin
case (state)
IDLE : begin
state <= state_reset N
end
state_reset : begin
state <= state_reset_delay ;
end
state_reset_delay : begin

if ((delay _end @) && (~flag))begin
state <= state_reset ;
flag <= ~flag ;

end

else if ((delay end @) && (flag))begin
state <= state_command ;
flag <= ~flag ;

end
else begin
state <= state_reset_delay ;
flag <= flag ;
end
end
state_command : begin
state <= state_index_begin ;
end
state_command_delay : begin

if ((delay end 1) && (~flag))begin
state <= state_command ;
flag <= ~flag ;

end

else if ((delay end 1) && (flag))begin
state <= state_index_begin ;
flag <= ~flag ;

end
else begin
state <= state_command_delay ;
flag <= flag ;
end
end
state_index_begin : begin

state <= state_index wait ;
end



state_index_wait : begin
if (sda_end)
state <= state_index_arbi ;
else
state <= state_index wait ;
end
state_index_arbi : begin
if (cnt_index >= 7'd24) begin
state <= state_end ;
cnt_index <= 7'de ;
end
else if (cnt_index <= 7'd1l) begin
state <= state_command_delay ;
cnt_index <= cnt_index + 7'dl ;

end
else begin
state <= state_index_begin ;
cnt_index <= cnt_index + 7'dl
end
end
state_end : begin
state <= state_end ;
end

default: begin state <= IDLE ;
cnt_index <= 7'b0O ;
flag <= flag ;
end
endcase
end
end

LI11177777777777777777777777777777/7777777/7777/7777777777/77

always @(posedge clk ) begin

if (~rst_n)
delay start_© <= 1'b0 ;
else if (state == state_reset)
delay start @ <= 1'b1l ;
else

delay start _© <= 1'bO ;
end

always @(posedge clk ) begin
if (~rst_n)



delay start_1 <= 1'b0O ;
else if ((state == state_index_arbi)&&(cnt_index <= 7'dl))
delay start_1 <= 1'b1 ;
else
delay start_1 <= 1'b0O ;
end

LI1177777777 7777777777777 77777777777777777777777777777/7777777//77/777/

always @(posedge clk ) begin

if (~rst_n)
reset <= 1'b0 ;
else if (state == state_reset)

reset <= flag ;
else
reset <= reset ;
end

LI11177777 7777777777777 777 /7777777777777 7777777777/777/7777777/77/777/

always @(posedge clk ) begin
if (~rst_n)
sda_start <= 1'bO ;
else if (state == state_index_begin)
sda_start <= 1'b1 ;
else
sda_start <= 1'bO ;
end

always @(posedge clk ) begin
if (~rst_n)
data_out <= 9'do ;
else if (state == state_index_begin)
data_out <= index[8:0];
else
data_out <= data_out ;
end

[1117777777777777777777777777777777/7/777777/7/7/7777/7/7/7/777/77/7/7/
always @(posedge clk ) begin
if (~rst_n)
initial_end <= 1'bO ;
else if (state == state_end)
initial_end <= 1'bl ;



else
initial_end <= 1'bO ;
end

LI11177777 77777777777 7777777777777/77777777777/777/77777777777/7//7777/

always @(*) begin
case (cnt_index)

(%] :index <= 12'h@_AE ;
1 :index <= 12'he_DS5 ;
2 :index <= 12'he_80 ;
3 :index <= 12'h0_A8 ;
4 :index <= 12'h@_3F ;
5 :index <= 12'h@_D3 ;
6 :index <= 12'h0_00 ;
7 :index <= 12'he_40 ;
8 :index <= 12'h0_8D ;
9 :index <= 12'h0_14 ;
10 :index <= 12'he_20 ;
11 :index <= 12'h0_02 ;
12 :index <= 12'h0_A1 ;
13 :index <= 12'he_C8 ;
14  :index <= 12'ho DA ;
15 :index <= 12'h0_12 ;
16 :index <= 12'he_81 ;
17 :index <= 12'h@_66 ;
18 :index <= 12'h@_D9 ;
19 :index <= 12'h0_F1 ;
20 :index <= 12'ho DB ;
21 :index <= 12'he_30 ;
22 :index <= 12'h0_A4 ;
23 :index <= 12'h@_A6 ;

24  :index <= 12'hO_AF ;
default: index <= 12'h@_af ;
endcase
end

endmodule
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module command_data_send (

input clk 5
input rst n R
input start R
input rs_ctrl R
input [7:0] data_in 5
output send_end 5
output cs 9
output rs 9
output scl R
output sda

bE

reg [7:0]sda_data /* synthesis PAP_MARK _DEBUG="true" */;
reg rs_reg /* synthesis PAP_MARK_DEBUG="true" */;

reg [3:0]cnt /* synthesis PAP_MARK_DEBUG="true" */;

reg [4:@]state /* synthesis PAP_MARK_DEBUG="true" */;
wire sda_data_in /* synthesis PAP_MARK_DEBUG="true" */;
wire sda_data_out /* synthesis PAP_MARK_DEBUG="true" */;

parameter IDLE = 5'booool ;
parameter CS_LOW = 5'b00010 ;
parameter SDA _SEND = 5'b00100 ;
parameter CS_HIGH = 5'b01000 ;

parameter END_STATE = 5'bl0000 ;

L1111177777777777777777777 7 #TTEAR/ 177777777 7777/7777/7777/

always @(posedge clk ) begin
if (~rst_n)
sda_data <= 8'do ;
else if (start)
sda_data <= data_in[7:0] ;
else
sda_data <= sda_data ;
end

always @(posedge clk ) begin
if (~rst_n)
rs_reg <= 1'bl ;
else if (start)
rs_reg <= rs_ctrl ;
else



rs_reg <= rs_reg ;
end

1111177717 7771777777777777 KEBL 17777777777 7777777777777777777/

always @(posedge clk ) begin
if (~rst_n) begin
state <= IDLE ;
cnt <= 4'do ;

end
else begin
case (state)
IDLE :begin
if (start)
state <= CS_LOW g
else
state <= IDLE 5
end
CS_LOW :begin
state <= SDA_SEND ;
end
SDA_SEND:begin
if (cnt >= 4'd7) begin
state <= CS_HIGH g
cnt <= 4'do ;
end
else begin
state <= SDA_SEND ;
cnt <= cnt + 1'b1
end
end
CS_HIGH :begin
state <= END_STATE ;
end
END_STATE:begin
state <= IDLE 5
end
default:begin
state <= IDLE 5
cnt <= 4'de 5
end
endcase
end

end



/1111177777777 77777 77 %ttt It/ /71777777777 ///777777777///7/777777777777
assign rs = rs_reg ;

assign cs = ((state == CS_LOW) || (state == SDA_SEND) || (state == CS_HIGH))?
1'b0 : 1'b1 ;

assign scl = (state == SDA SEND)? ~clk : 1'bl ;
assign sda_data out = (state == SDA SEND)? sda_data[7-cnt] : 1'b1l ;

assign sda = (state == SDA SEND)? sda_data out : 1'be ;
assign sda_data_in = sda ;

assign send_end = (state == END_STATE)? 1'bl : 1'be ;
endmodule
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module image_send (

input clk 5
input rst n R
input initial end ,
input sda_end R
output sda_start 5
output [8:0] sda_data

bE

reg [9:0]addr /* synthesis PAP_MARK DEBUG="true" */;

reg [1:0]cnt /* synthesis PAP_MARK DEBUG="true" */; //
@:column  1:page 2:data

reg [7:0]cnt_c /* synthesis PAP_MARK DEBUG="true" */;
reg [2:0]cnt_p /* synthesis PAP_MARK DEBUG="true" */;
reg [8:0]data_sig /* synthesis PAP_MARK DEBUG="true" */;
reg start_reg /* synthesis PAP_MARK DEBUG="true" */;

reg data_start /* synthesis PAP_MARK_DEBUG="true" */;
wire [7:0]rd_data /* synthesis PAP_MARK DEBUG="true" */;
wire [7:0]order[0:2]/* synthesis PAP_MARK DEBUG="true" */;
//assign order[0] = 8'h22 ;

//assign order[1] = 8'hbO + cnt _p;

//assign order[2] = 8'h07 ;

assign order[9] 8'hbo + cnt_p;

assign order[1] = 8'h10 + ((cnt_c + 8'd2)>>4) ;

assign order[2] = 8'h@@ + ((cnt_c + 8'd2)&8'hef);

reg [6:0]state /* synthesis PAP_MARK DEBUG="true" */;

parameter idle = 7'bo_000 001;
parameter state_command = 7'b0_000_010; //send instruction
7'bo_000_100; //wait for sending to

parameter state_command_wait
complete

7'b0_001_000; //send addr
parameter state_send wait 7'bo_010 000;
parameter state wait = 7'b0_100_000; //send data
parameter state_end = 7'bl_000 000;

parameter state_send

LI11177777 77777777777 7777 7777777777777 77777777/77/7777777/77777/777/77/

always @(posedge clk ) begin
if (~rst_n)
state <= idle ;
else begin



case (state)
idle :begin
if (initial_end)
state <= state command ;
else
state <= idle ;
end
state_command :begin
state <= state_command wait ;
end
state_command_wait :begin
if ((cnt >= 2'd3)&&(sda_end))
state <= state_send ;
else if (sda_end)
state <= state_command ;
else
state <= state_command wait ;
end
state_send :begin
state <= state_send wait ;
end
state_send wait :begin
if ((cnt_c >= 8'd128)&&(sda_end))
state <= state_wait ;
else if (sda_end)
state <= state_send ;
else
state <= state_send wait ;
end
state_wait :begin
if (cnt_p >= 3'd7)
state <= state_end ;
else
state <= state_command ;
end
state_end : begin
state <= state_end ;
end
default:state <= idle ;
endcase
end
end

LI1177777 777777777777 777 777777777 77777777/7777777/7777777/777/777/7/777/



always @(posedge clk ) begin
if (~rst_n) begin
cnt_p <= 3'de ;
cnt_c <= 8'de ;

end

else if (state == state_send)begin
cnt_p <= cnt_p ;
cnt_c <= cnt_c + 8'dl ;

end

else if (state == state_wait)begin
cnt_p <= cnt_p + 3'dl ;
cnt_c <= 8'de ;

end

else if (state == state_end)begin
cnt_p <= 3'de ;
cnt_c <= 8'de ;
end
end
L1117 7777777777777777777777777777/77777/7777/777/7/7/7777/7/7/7/7/77/77/7/
always @(posedge clk ) begin
if (~rst_n)
cnt <= 2'do ;
else if (state ==state_command)
cnt <= cnt + 2'dl ;
else if (state == state_send)
cnt <= 2'do ;
end
L1117 7777777777777777777777777777777777/7777/777/7/7/7777/7/7/7//77/7/7/
always @(posedge clk ) begin
if (~rst_n)
data_sig <= 9'do ;
else if (state == state_command)
data_sig <= {1'b@ ,order[cnt] };
else if (state == state_send)
data_sig <= {1'bl ,rd_data};
else
data_sig <= data_sig ;
end

always @(posedge clk ) begin

if (~rst_n)
start_reg <= 1'b0 ;
else if ((state == state command)||(state == state send))

start_reg <= 1'b1 ;



else
start_reg <= 1'b0 ;
end

assign sda_data = data_sig ;
assign sda_start = start_reg ;

always @(posedge clk ) begin

if (~rst_n)
addr <= 10'doe ;
else if (state == state_send)

addr <= addr + 10'd1l ;
else if (state == state_end)
addr <= 10'doe ;
end

rom_image rom_image display (

.addr(addr), // input [9:0]
.clk(clk), // input
.rst(~rst_n), // input

.rd_data(rd_data) // output [7:0]
)

endmodule
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